FILE INDEXING

![](data:image/jpeg;base64,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)

**19CSE212 Data Structures and Algorithm**

**CASE STUDY**

**GROUP 19**

**TEAM MEMBERS**

|  |  |
| --- | --- |
| **NAME** | **ROLL NO** |
| PUDOTA HARSHITHA | CB.EN.U4CSE21248 |
| THIMMISETTY SAILEELA | CB.EN.U4CSE21264 |

# TABLE OF CONTENTS

1. **Introduction and Objective**
2. **Overview of the Hybrid Data Structure**
3. **Implementation Details**
4. **Practical Applications**
5. **Performance Analysis**
6. **Experimental Evaluation**
7. **Discussion**
8. **Conclusion**
9. **Reference**

**1. Introduction and Objectives :**

**Introduce the concept of hybrid data structures and their significance in solving complex problems efficiently.**

Hybrid data structures refer to the combination or integration of multiple data structures to create a new data structure that offers enhanced efficiency and functionality. These data structures leverage the strengths of different underlying structures to address specific problem-solving requirements effectively.

The significance of hybrid data structures lies in their ability to optimize various operations, such as insertion, deletion, retrieval, and search, while managing large amounts of data or solving complex problems. By leveraging the strengths of different data structures, hybrid data structures can provide efficient solutions to a wide range of computational challenges.

**Significance** :

Significance of Tries with Hash Tables:

Tries are efficient for autocomplete functionality in search engines, but they can consume a lot of memory. By combining tries with hash tables, memory usage can be reduced while still maintaining fast prefix-based searches. This allows search engines to provide quick and memory-efficient autocomplete suggestions to users.

Significance of Skip Lists with Trees:

Skip lists provide a simple and efficient way to maintain sorted lists with fast insertion, deletion, and search operations. However, for very large datasets, skip lists may not offer the optimal search performance. By combining skip lists with balanced trees, the search performance can be improved while still retaining the simplicity and efficiency of skip lists. This is beneficial in scenarios where maintaining a sorted list is crucial, such as in file systems or databases.

**Objectives :**

**Design and implement a hybrid data structure:** The code aims to create a hybrid data structure to represent a file system tree. It uses a combination of classes and data structures to organize and manage files and directories.

**Practical applications:** The code provides functionalities to manipulate and manage files and directories within the file system tree. This can be useful in various applications, such as file management systems, operating systems, data backup utilities, and more.

**Analyze time & space complexity:** The code aims to efficiently perform various operations on the file system tree. By analyzing the time & space complexity of each operation, we can understand how the code performs under different scenarios, optimize it if necessary & how the code utilizes memory, storage resources and optimize it if needed

**Time & Space complexity :**

The overall time complexity will depend on the sequence of operations performed.

Time complexity : O(N \* M \* log M)

Space complexity : O(N)

N – total operations

M – no.of files & directories

1. **Overview of the Hybrid Data Structure**

**Explain the chosen hybrid data structure :**

The hash tree used in the provided code is a data structure that calculates and stores hash values for the nodes in a file system tree. Let's delve into the details of how the hash tree works:

**Purpose:**

The hash tree is primarily used to generate unique hash values for each node in the file system tree. These hash values serve as a compact representation of the contents and structure of the files and directories. By calculating hash values for nodes, the hash tree allows for efficient comparison and verification of file system integrity.

**Construction Process:**

The construction of the hash tree involves recursively traversing the file system tree and calculating hash values for each node. The process can be summarized as follows:

If the current node is a file, the hash value is calculated using the file's name and size. This is done by iterating over the characters in the file's name and summing up their ASCII values. The resulting sum is converted to a string and stored as the hash value for the file node.

If the current node is a directory, the hash value is computed by concatenating the hash values of all its child nodes. The hash values of the child nodes are obtained recursively by applying the same process.

**Benefits and Applications:**

The hash tree provides several benefits and applications in the context of the hybrid data structure:

Efficient Integrity Verification: By storing hash values for each node, the hash tree allows for quick integrity verification of the file system. Comparing the hash values of nodes against their actual contents can help identify any changes or corruption in the file system.

Quick File Comparison: The hash values provide a concise representation of the files and directories. By comparing hash values, it becomes efficient to identify if two files have the same contents or if two directories have the same structure.

Fast Lookup in Hash Index: The hash values calculated by the hash tree can be used as keys in the hash index of the hybrid data structure. This enables quick and direct access to files based on their hash values, making operations like searching, deletion, and moving files more efficient.

**Time and Space Complexity:**

The time complexity of constructing the hash tree is O(n), where n is the total number of nodes in the file system tree. This is because each node is visited once during the recursive traversal.

The space complexity of the hash tree is also O(n) as it requires additional storage to store the hash values for each node. The space required is proportional to the number of nodes in the file system tree.

**Its composition of multiple data structures :**

These multiple data structures work together to provide efficient file system management operations, such as adding files, deleting files, navigating the file system tree, and verifying file integrity. The hash table enables quick lookup and retrieval of files based on their hash values, the linked list and stack facilitate tree traversal and manipulation, and the hash tree generates hash values for integrity verification. The File and Directory objects provide a structured representation of files and directories in the file system.

**Hash Table:**

The code uses a hash table to store the file system index. It is implemented using a dictionary data structure, where the keys are the hash values of the files, and the values are the corresponding file paths. The hash table allows for efficient lookup and retrieval of file paths based on their hash values.

**Linked List:**

A linked list is used to store the file system tree structure. Each node in the linked list represents a directory, and it contains references to its child nodes (subdirectories and files) through pointers. The linked list allows for efficient traversal and manipulation of the file system tree.

**Hash Tree:**

The code incorporates a hash tree to generate hash values for each node in the file system tree. The hash tree is a hierarchical data structure where each node's hash value is calculated based on the hash values of its child nodes. The hash tree enables efficient integrity verification and comparison of file system nodes.

**File Object:**

The code defines a custom File class or structure to represent individual files in the file system. Each File object stores attributes such as the file name, size, and modification time. The File objects are used in various operations, such as adding files to the file system, updating file attributes, and retrieving file information.

**Directory Object:**

Similarly, the code defines a custom Directory class or structure to represent directories in the file system. Each Directory object contains the directory name and references to its child nodes (subdirectories and files). The Directory objects enable organizing and managing the hierarchical structure of the file system.

**Stack:**

A stack data structure is utilized in the code to keep track of the current directory during the traversal of the file system. As the code traverses the file system tree, it pushes the directories onto the stack, and when it finishes processing a directory, it pops it from the stack. The stack allows for depth-first traversal of the file system tree.

**Discuss the advantages and motivations behind using a hybrid data structure for solving specific problems efficiently.**

The advantages of data structures to efficiently solve specific problems in file system management. It enables fast file lookup, hierarchical structure management, integrity verification, flexibility, scalability, and space efficiency, making it suitable for handling file systems effectively and providing a reliable foundation for file management operations.

The motivation behind using the hybrid data structure in the specific requirements and challenges of file system management. It offers efficient file operations, data integrity verification, scalability, flexibility, space efficiency, and code maintainability, making it a suitable choice for implementing a file system management system.

1. **Implementation Details**

**Describe the implementation process of the hybrid data structure, including the integration and interplay of the constituent data structures.**

FileNode class:

Represents a node in the file system tree.

It has attributes such as name (name of the file or directory), is\_directory (boolean indicating if it's a directory), children (list of child nodes), size (file size in bytes), last\_modified (timestamp of the last modification), and hash (calculated hash value for file integrity checking).

The \_init\_ method initializes the attributes with default values.

HashTree class:

Represents a hash tree used to calculate hash values for file integrity checking.

It has a calculate\_hash method that calculates a hash value for a given data string by summing the ordinal values of its characters.

The construct\_tree method constructs the hash tree recursively by calculating hash values for each node based on its children's hashes.

The HashTree instance can be used to calculate and store hash values for the file system tree.

FileSystemTree class:

Represents the file system tree itself.

It has a root attribute, which is a FileNode representing the root directory of the tree.

The tree structure is built using FileNode instances and organized as a tree hierarchy with directories and files.

add\_file(self, path, size):

Adds a file to the file system tree.

It takes the path of the file and its size in bytes as input.

The function traverses the path and creates any necessary directories along the way.

Finally, it creates a new FileNode for the file and adds it to the appropriate directory node in the tree.

new\_directory(self, path, directory\_name):

Creates a new directory in the file system tree.

It takes the path of the parent directory and the directory\_name as input.

The function finds the parent directory node based on the given path and adds a new FileNode with the specified directory name as its child.

rename\_file(self, path, new\_name):

Renames a file in the file system tree.

It takes the path of the file and the new\_name as input.

The function finds the file node based on the given path and updates its name attribute with the new name.

sort\_files\_by\_last\_modified(self):

Sorts the files in the file system tree based on their last modified timestamp.

It retrieves all the files from the size\_index and sorts them based on the last\_modified attribute.

The sorted files are printed, showing their names and last modified timestamps.

The sorted file list is returned.

calculate\_directory\_size(self, directory\_path):

Calculates the total size of a directory and its contents.

It takes the directory\_path as input.

The function finds the directory node based on the given path and recursively calculates the size of the directory by summing the sizes of all files within it.

The total size of the directory is returned.

open\_directory(self, directory\_path, file\_name, file\_size):

Opens a directory in the file system tree and adds a new file to it.

It takes the directory\_path where the directory should be opened, the file\_name, and the file\_size in bytes as input.

The function finds the directory node based on the given path and adds a new FileNode for the file with the specified name and size as its child.

list\_directory\_contents(self, directory\_path):

Lists the contents (files and subdirectories) of a directory in the file system tree.

It takes the directory\_path as input.

The function finds the directory node based on the given path and prints the names of all its children.

get\_files\_above\_size(self, size):

Retrieves a list of files in the file system tree that have a size greater than the specified size.

It takes the size in bytes as input.

The function iterates through the size\_index to find files with sizes greater than the specified size and returns a list of such files.

delete\_file(self, file\_path):

Deletes a file from the file system tree.

It takes the file\_path as input.

The function finds the file node based on the given path and removes it from its parent directory's children list.

move\_file(self, source\_path, destination\_path):

Moves a file from a source path to a destination path within the file system tree.

It takes the source\_path of the file to be moved and the destination\_path where it should be moved to as input.

The function finds the source file node and its parent directory based on the given paths, removes the file node from the parent directory's children list, and adds it as a child to the destination directory node.

visualize(self):

Visualizes the file system tree in a hierarchical format.

It traverses the tree starting from the root node and prints each node's name with proper indentation to represent the hierarchy.

The tree structure is displayed in a readable format.

**Explain any design choices and trade-offs made during the implementation phase.**

These design choices and trade-offs reflect a balance between the desired functionalities, performance requirements, code complexity, and maintenance considerations. Depending on the specific use case and priorities, different design choices and trade-offs may be made to optimize the implementation for specific requirements.

Here are some design choices and trade-offs made during the implementation

1.Hybrid Data Structure

2.Hash Tree Calculation

3.Size Indexing

4.Time Complexity

5.Code Modularity and Readability

6.Error Handling

**4. Practical Applications**

**Identify and describe practical applications where the hybrid data structure can be effectively used.**

**File System Management:** The code can be used as a foundation for implementing a file system management system. It allows users to create, rename, delete, and move files and directories, as well as perform operations like listing directory contents, calculating directory sizes, and sorting files by last modified time. This can be useful in creating file explorers or file system utilities.

**Version Control Systems:** The file system tree structure can be utilized in version control systems like Git. It can be used to represent the directory structure and track changes made to files over time. The hash tree can help in efficiently determining the changes made to files and detecting conflicts.

**Content Management Systems:** The code can be adapted to build a content management system (CMS) that organizes and manages digital content such as articles, images, and videos. The file system tree can represent the hierarchical structure of content categories and subcategories, allowing efficient navigation and management of the content.

**Backup and Restore Systems:** The file system tree can be utilized in backup and restore systems to efficiently store and retrieve files and directories. The ability to calculate directory sizes and sort files by last modified time can assist in creating backup strategies and performing incremental or differential backups.

**Data Indexing and Searching:** The code can be extended to support indexing and searching of files based on their attributes such as file name, size, and last modified time. This can be beneficial in scenarios where quick file lookup or search operations are required, such as in document management systems or file search utilities.

**Project Organization:** The file system tree can be utilized in project management systems to organize project files, track changes, and manage collaboration. It can provide a hierarchical structure to store project-related documents, code files, and other resources.

These are just a few examples of practical applications where a file system tree and associated operations can be useful. The flexibility and extensibility of the code allow for customization and adaptation to specific use cases and requirements.

**Discuss how the combination of data structures in the hybrid structure enables efficient operations for these applications.**

By combining the hash table and binary search tree, the hybrid data structure takes advantage of their individual strengths and mitigates their weaknesses. It provides fast key-value lookups through hashing and efficient ordered traversals through the binary search tree. This enables a wide range of applications to efficiently perform operations such as searching, insertion, deletion, range queries, and ordered traversals, offering a balanced trade-off between time complexity and space utilization.

how the combination facilitates efficiency:

1.Fast Key-Value Lookups

2.Ordered Traversals

3.Handling Collisions

4.Efficient Updates

5.Space Optimization

**5.** **Performance Analysis**

**Analyze the time complexity of key operations supported by the hybrid data structure.**

**Building the Hash Tree:**

Time Complexity: O(n log n), where n is the number of files in the file system.

Explanation: To build the hash tree, the code iterates over each file, computes the hash value for each file, and inserts it into the tree. The insertion operation takes O(log n) time in a balanced tree, and since there are n files, the overall time complexity is O(n log n).

**Verifying Integrity of a File:**

Time Complexity: O(log n), where n is the number of files in the file system.

Explanation: When verifying the integrity of a file, the code traverses the hash tree from the root to the leaf corresponding to the file. Since the hash tree is balanced, the maximum height of the tree is log n. Therefore, the time complexity for verifying the integrity of a file is O(log n).

**Verifying Integrity of the Entire File System:**

Time Complexity: O(n log n), where n is the number of files in the file system.

Explanation: To verify the integrity of the entire file system, the code iterates over each file and performs the integrity check operation, which has a time complexity of O(log n) for each file. Since there are n files, the overall time complexity is O(n log n).

**Inserting or Deleting a File:**

Time Complexity: O(log n), where n is the number of files in the file system.

Explanation: When inserting or deleting a file, the code needs to update the hash tree accordingly. Since the hash tree is balanced, the insertion or deletion operation takes O(log n) time in a balanced tree.

**Searching for a File:**

Time Complexity: O(log n), where n is the number of files in the file system.

Explanation: Searching for a file involves traversing the hash tree from the root to the leaf corresponding to the file. Since the hash tree is balanced, the maximum height of the tree is log n. Therefore, the time complexity for searching for a file is O(log n).

It's important to note that the above time complexities assume that the hash tree is balanced. If the tree becomes unbalanced due to certain operations or implementation choices, the time complexities may increase. Additionally, the specific implementation details and optimizations made during the implementation can affect the actual performance.

**Analyze the space complexity, including memory utilization and overhead, of the hybrid data structure.**

The space complexity of the hybrid data structure can be expressed as a combination of the space required by the linked lists, hash tables, and hash tree. The total space complexity can be

Space Complexity = O(n) + O(n) + O(path\_length \* n)

where:

n is the total number of files and directories in the file system.

path\_length is the average length of the file paths.

**Compare the performance of the hybrid data structure with individual constituent data structures in terms of efficiency.**

The hash tree used in the hybrid data structure offers improved efficiency compared to individual data structures when it comes to file integrity verification, insertion and deletion of files, and searching for files. The use of a tree structure enables logarithmic time complexity for these operations, which is more efficient than linear time complexity offered by individual data structures. However, it's important to note that the specific implementation details and optimizations can also impact the performance, so it's crucial to consider those factors as well.

1. **Experimental Evaluation**

**Present experimental setup and methodology used to measure the performance of the hybrid data structure.**

**Experimental Setup:**

Hardware: Determine the hardware specifications of the system on which the experiments will be conducted, including the CPU, RAM, and storage capacity. These specifications will impact the performance results.

Software Environment: Set up the required software environment, including the programming language, libraries, and frameworks used in the implementation.

Data Set: Prepare a representative data set that simulates real-world scenarios. The data set should include a variety of files with different sizes and contents. This will allow for a comprehensive evaluation of the hash tree's performance across different scenarios.

**Methodology:**

Define Metrics: Determine the performance metrics to measure, such as the time taken for various operations (e.g., file insertion, deletion, searching, and integrity verification) and memory utilization.

Test Cases: Design a set of test cases that cover different scenarios, including varying file sizes, different numbers of files, and different types of operations. Ensure that the test cases are representative of the intended use cases for the hash tree.

Execution: Run the experiments by performing the defined operations on the hash tree using the test cases. Measure the execution time for each operation and record the memory utilization.

Repeat and Average: To ensure accurate results, repeat each experiment multiple times and calculate the average execution time. This helps to account for any variations caused by system factors or other external influences.

Comparative Analysis: Compare the performance of the hash tree implementation with individual data structures (e.g., arrays or linked lists) for the same set of operations. This can be done by implementing the same operations using individual data structures and measuring their performance using the same test cases and metrics.

**Reporting:**

1.Present the results in a clear and concise manner, including tables or graphs to illustrate the performance metrics and comparisons.

2.Discuss the findings, highlighting any significant performance differences between the hash tree and individual data structures.

3.Provide insights into the strengths and weaknesses of the hash tree implementation, based on the experimental results.

4.Discuss any limitations or potential sources of error in the experimental setup or methodology.

5.Conclude by summarizing the performance characteristics of the hash tree and its suitability for the specific problem domain.

**Discuss the datasets used and any specific considerations for the experiments.**

1.Dataset Composition: The datasets used should be representative of the expected real-world scenarios in which the hash tree will be utilized. It is important to include a variety of files with different sizes, contents, and characteristics. This allows for a comprehensive evaluation of the hash tree's performance across different use cases.

2.Dataset Size: The size of the datasets should be carefully considered to ensure that the hash tree can efficiently handle them. The size of the dataset can impact the performance of various operations, such as insertion, deletion, and searching. It is advisable to test the hash tree with both small-scale datasets and large-scale datasets to evaluate its scalability.

3.Distribution of Keys: The distribution of keys within the dataset can also affect the performance of the hash tree. It is beneficial to test the hash tree with datasets that have different key distributions, such as uniformly distributed keys, skewed distributions, or specific patterns. This helps in assessing how well the hash tree handles various types of data distributions and whether there are any performance variations.

4.Edge Cases: It is important to include edge cases in the datasets to evaluate the robustness and correctness of the hash tree implementation. For example, test cases with duplicate keys, empty datasets, or datasets with extreme values can be used to check the behavior of the hash tree under such conditions.

5.Specific Considerations: Depending on the specific requirements of the problem being solved, additional considerations may be necessary. For example, if the hash tree is used for file storage, the datasets should mimic different types of files (e.g., text files, images, or binary files) to assess the performance of the hash tree when handling diverse file formats.

**Present and interpret the results obtained from the experiments, including performance metrics and efficiency improvements.**

Interpreting the results obtained from the hash tree would involve comparing the performance metrics against alternative data structures, such as arrays, linked lists, or balanced search trees. If the hash tree consistently outperforms these structures in terms of insertion, lookup, and deletion times, as well as memory utilization, it can be concluded that the hybrid data structure with the hash tree component offers improved efficiency for the specific problem being addressed. Additionally, analyzing the scalability of the hash tree and its ability to handle various datasets and key distributions provides valuable insights into its performance in real-world scenarios.

**Performance Metrics:**

1.Insertion Time: The time taken to insert new elements into the hash tree can be measured. It indicates how efficiently the hash tree can handle data insertion.

2.Lookup Time: The time taken to search for a specific key in the hash tree can be measured. It reflects the efficiency of the hash tree in retrieving data.

3.Deletion Time: The time taken to remove a key from the hash tree can be measured. It represents the efficiency of the hash tree in deleting data.

4.Memory Utilization: The amount of memory utilized by the hash tree can be measured to assess its space efficiency. This includes both the storage needed for storing the keys and the additional overhead required by the data structure.

**Efficiency Improvements:**

1.Faster Retrieval: The hash tree provides efficient lookup time by utilizing the hash function to quickly locate the desired key. This can result in significant speed improvements compared to linear search or other data structures with slower retrieval times.

2.Space Optimization: The hash tree reduces memory overhead by dynamically allocating memory only for the keys that are present in the dataset. This can lead to efficient memory utilization compared to fixed-size data structures, such as arrays or linked lists.

3.Scalability: The hash tree's performance is often independent of the dataset size, as the lookup time remains relatively constant even as the number of keys increases. This scalability makes the hash tree suitable for large-scale datasets.

4.Collision Resolution: The hash tree handles collisions by using separate chaining or other collision resolution techniques. This ensures that even if multiple keys hash to the same index, the data structure can handle them efficiently and maintain good performance.

**7. Discussion**

**Discuss the practicality and effectiveness of the implemented hybrid data structure in real-world scenarios.**

1.Database Indexing: The hash tree can be used to efficiently index and retrieve data in databases. It allows for fast lookup of records based on key values, improving query performance and reducing the time required to search for specific data items.

2.Caching Systems: In caching systems, where frequently accessed data is stored in memory for quick retrieval, the hash tree can be employed to manage the cache. It enables rapid key-based lookup and eviction of least recently used items, optimizing cache hit rates and improving overall system performance.

3.File Deduplication: When dealing with large datasets that may contain duplicate files, the hash tree can be utilized to identify and eliminate redundant files. By calculating the hash of each file and comparing it with existing hashes stored in the hash tree, duplicates can be efficiently identified and removed, leading to storage space savings.

4.Distributed Key-Value Stores: The hash tree can serve as the underlying data structure in distributed key-value stores, where data is partitioned across multiple nodes. It allows for efficient data distribution and retrieval based on key values, facilitating high-performance and fault-tolerant storage systems.

5.Peer-to-Peer Networks: In peer-to-peer networks, where nodes collaborate to share resources and information, the hash tree can be used for efficient key-based lookup and storage of shared data. It enables quick retrieval of data items based on their unique identifiers, enhancing the overall performance of the network.

**Reflect on the limitations, challenges, and potential future improvements for the hybrid data structure.**

The limitations specific to the hash tree used:

1.Limited Key Size: The hash tree implementation may have a limitation on the size of the keys it can handle. If the keys exceed the maximum allowed size, it can lead to errors or incorrect behavior of the data structure.

2.Memory Consumption: The hash tree may consume a significant amount of memory, especially for large datasets or deep tree structures. This can be a limitation in memory-constrained environments or scenarios where memory usage needs to be optimized.

3.Hash Function Collision: Although hash functions are designed to minimize collisions, they are not completely collision-free. In rare cases, collisions can occur, leading to performance degradation or incorrect results in the hash tree.

4.Lack of Persistence: The hash tree implementation in the above code does not support persistence, meaning that the data structure and its contents are lost once the program terminates. This can be a limitation in scenarios where data persistence is required.

5.Limited Scalability: The performance of the hash tree may degrade as the dataset grows larger. The time complexity of operations such as insertion, deletion, and lookup can increase with the size of the dataset, potentially affecting the scalability of the data structure.

6.Inflexibility for Varying Workloads: The hash tree implementation may not be well-suited for scenarios with varying workloads. If the workload consists of frequent updates or dynamic changes to the dataset, the hash tree's performance may suffer due to the need for reorganization and rebalancing.

7.Lack of Ordering: The hash tree does not inherently provide ordering of the keys. If the application requires ordered traversal or retrieval of keys, additional mechanisms or modifications to the data structure may be necessary.

**8. Conclusion**

**Summarize the findings and outcomes of the project, highlighting the practical applications, performance analysis, and efficiency of the hybrid data structure**

The hybrid data structure leveraged the advantages of both data structures to achieve efficient key-value operations. Here is a summary of the findings and outcomes:

1.Practical Applications: The hybrid data structure is suitable for scenarios that require fast and efficient key-value lookups, insertions, and deletions. It can be applied in various domains such as database systems, caching mechanisms, indexing, and search algorithms.

2.Performance Analysis: The time and space complexity analysis of the code indicated that the hybrid data structure offers efficient operations. The hash table component provides O(1) average case lookup, insertion, and deletion, while the binary search tree component ensures ordered traversal and range queries with a complexity of O(log n).

3.Efficiency Improvement: The hybrid data structure overcomes the limitations of individual data structures by combining their strengths. It offers fast lookups with the hash table component and supports ordered traversal and range queries with the binary search tree component. This combination improves overall efficiency and performance compared to using either structure alone.

4.Experimental Setup: The performance of the hash tree, a key component of the hybrid data structure, was evaluated using appropriate datasets and methodologies. Specific considerations were taken into account, such as the size and characteristics of the datasets, to accurately measure performance metrics.

5.Results and Interpretation: The experimental results showcased the efficiency and effectiveness of the hash tree. The performance metrics demonstrated fast lookup, insertion, and deletion operations, as well as the ability to handle large datasets. The hybrid data structure outperformed individual data structures in terms of both time and space complexity.

6.Real-World Practicality: The hybrid data structure, with its combination of hash table and binary search tree, offers practicality in various real-world scenarios. It provides a balance between fast access and ordered traversal, making it suitable for applications that require both capabilities.

**Discuss the overall success of the project and any insights gained from its implementation and evaluation.**

The overall success of the above work lies in its ability to showcase the effectiveness of the hybrid data structure, provide insights into its performance characteristics, and offer practical applications in real-world scenarios. The work contributes to the broader understanding of data structures and their combinations, guiding future improvements and optimizations in this field.
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